Convolution with OpenCV & Python

# Convolution:

*Convolution is simply an element-wise multiplication of 2 matrices followed by a sum.*

* Blurring, Smoothing, Edge-detection, Sharpening => Convolutions

Image -> Big matix

Kernel -> Small matrix

Essentially, this *tiny* kernel sits on top of the *big* image and slides from left-to-right and top-to-bottom, applying a mathematical operation (i.e., a *convolution*) at each *(x, y)*-coordinate of the original image.

It’s normal to hand-define kernels to obtain various image processing functions. In fact, you might already be familiar with blurring (average smoothing, Gaussian smoothing, median smoothing, etc.), edge detection (Laplacian, Sobel, Scharr, Prewitt, etc.), and sharpening — *all* of these operations are forms of hand-defined kernels that are *specifically designed*to perform a particular function.

* we are sliding the kernel from left-to-right and top-to-bottom along the original image.
* At each *(x, y)*-coordinate of the original image, we stop and examine the neighborhood of pixels located at the ***center***of the image kernel. We then take this neighborhood of pixels, *convolve* them with the kernel, and obtain a single output value. This output value is then stored in the output image at the same *(x, y)*-coordinates as the center of the kernel.

Convolution itself is actually very easy. All we need to do is:

1. Select an *(x, y)*-coordinate from the original image.
2. Place the **center** of the kernel at this *(x, y)*-coordinate.
3. Take the element-wise multiplication of the input image region and the kernel, then sum up the values of these multiplication operations into a single value. The sum of these multiplications is called the **kernel output**.
4. Use the same *(x, y)*-coordinates from **Step #1**, but this time, store the kernel output in the same *(x, y)*-location as the output image.

***Below you can find an example of convolving (denoted mathematically as the “\*” operator) a 3 x 3 region of an image with a 3 x 3 kernel used for blurring:***

![Figure 4: Convolving a 3 x 3 input image region with a 3 x 3 kernel used for blurring. Source: PyImageSearch Gurus](data:image/png;base64,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)

**Figure 4:** Convolving a *3 x 3* input image region with a*3 x 3* kernel used for blurring. [Source: PyImageSearch Gurus](https://www.pyimagesearch.com/pyimagesearch-gurus/?src=post-convolutions)

Therefore,

![Figure 5: The output of the convolution operation is stored in the output image. Source: PyImageSearch Gurus](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAANQAAAA8CAMAAAApF2TFAAAAOVBMVEX///8AAACYmJiIiIiqqqp2dnbc3NzMzMxEREQiIiK6urru7u4QEBBmZmZUVFQyMjIXFxeVlZUNDQ1aQkNhAAAACXBIWXMAAA7EAAAOxAGVKw4bAAAE7UlEQVRoBe1a7bajKgwVxFql2rnz/g87+SCQavB4W+cu7lrlx9FKgtkkBLKPXXdVu0/QlqtGw3EWHPF+5Yj/eqxpmOd5PKcWT4mNMGA/nRL9W0JT4JH7fh3obl7tV83OuclGn3Sj98PCwOcmQPWAZAU487A8bVBhHG92j+guAHnhuGsCVHzCDI8OrQ41UBVIXda9A7reEfA2QD1glqOb3wJVdNvyFE3vD54KsGRIzvrDut1tYn824Smyk9dDNfx81/lq7ifd6J/oa2jNgBonylw1UGjrzVWyetLtOlxX0JoBdWeDj0B1zs7pXdIFNJRsmgG1pOxWARUf0B8roEg3rjArNwdR2oynPNg8oh9qoHADGjlho9m6se6IsEfKoI14KvTzHOg44Cv7FG2xvGI0ILgXXcyNA2s3saYinIGgwUwPk1sogjaWw77a2x1ZNw5DW8ekHYTPHjThqc8g7LW/oPZz8ukTKT0+HedV/+up1/m44tfXU6dn8T8KP+dWbvcJNqRUw4OR/2tPeQXEPwrZo0F5780jA268zGDYEtIr15/PfokIyQqD9zLPvvdhSOfQHyNj1WVDPlVrTyGiYNaBdEQCBsOWkF65ginH4SdESFa43+B4TwhGuIWWak16dPQnPtShLsq8aFA00sMYI7MQpoT0yhUHOAaVTs1ZgSpqKmpmrum6voSSYY96NDqcmW0r4RdprqziIiYWwpbIvYqrOAdKFB6pXu6i3AW7HNgaD78Hy+ACiuuKR/bhZgRgIQ4kEkeRGKlznqIXgGJ0Qn8sQhcmUmpjgvnzKTqqt4DiqJ7sIzrxRAcSie87y/uVog0URywsKXU4WdErWJqrVrEopW+4yBPEcXN79vUsKGQh6qCEo5DrS/gZxmRQPCyuJ+ABUtmMFba1UpQr9G3QGZA7fmX1g+ACUcyXdQnJpnL957d+7f4+g0IFpnNgy2HiEaQHK13tR+EnvfYbPyqeioTYWncgySxETUIiRa6n1xQr0DtxH32wfSNkkFui4+QKNhgeh6ezQdsVULw52GknMRiU0vcSwm/IdZPSDWOSp5LCE5MT0lCBFv38hNs5Jla+Q0a83m5W8legcLuwjxTCQtgS0itXsOBlTRkWMREiCjjZnpb7uPiQwmmQNKy2V2MkCXjsyucQBarrg00sZxbClJBeueLwx6ASEVIUPLAbqKbbFCEG4YEVXkVuVURkkO1OnyiK6Md3x6BODY8szwRmDtlUQ00nCV82LO0pQ+vNRxeAwjdH+B/nUfTN9xu3ce6frmSMpkEF4OaPHLU+dSuR2DSoN+Ok3TX1LiDU+3rq9OxdlChOv28juPfU4Qa+0a79bARUogsOvpaw+QmClSiHItEGKKEL6l9L2PwEYhLKQUk0ASrTBSGfn7aRZfITSYjPp0qiDVBCF1RB2fyEBqUlmgBFxiHPEIQu2DqqXiCCJHlKS7QDCnmGAMdI82uJeikvoLREM6CEX0jl9cZV2uRNV/KUlmgGVCm3rJJeB5cNSku0AopZiOrXEocMBq0pLdEIKKYLiBjgKd+6o8JPkJhK6cxgtAFK6ALahDNrpoHZ/ARLMOWgJJoAVeiC2tcS8O+cCoNRvr0oEk2A0i654v4L6opZfB1jX3q89r/36+up9+btSAv/re0s6vZI6bBvxRELB3co+5c6mTe7cvBIQ74x4h8K4iWFijH0LQAAAABJRU5ErkJggg==)

**Figure 5:** The output of the convolution operation is stored in the output image. [Source: PyImageSearch Gurus](https://www.pyimagesearch.com/pyimagesearch-gurus/?src=post-convolutions)

# Quick review

## Read Image from file using OpenCV in Python

img = cv2.imread('colorImage.jpg',0)

* cv2.IMREAD\_COLOR : Loads a color image. Any transparency of image will be neglected. It is the default flag.
* cv2.IMREAD\_GRAYSCALE : Loads image in grayscale mode
* cv2.IMREAD\_UNCHANGED : Loads image as such including alpha channel

Instead of these three flags, you can simply pass integers 1, 0 or -1 respectively.

## Create a kernel, grab the shape of image and kernel

## Pad the borders of Image

## Cv2.copyMakeBorder

## Create memory for output

## Loop over Image and kernel to get ROI and Convolution

## Rescale intensity

## Display an Image:

cv2.imshow('image',img)

cv2.waitKey(0)

cv2.destroyAllWindows()

## Write an Image:

cv2.imwrite(convolutedImage.png',img)